## **Supported Attributes by @Test Annotation In TestNG**

@Test annotation in TestNG supports lots of attributes that we can use with this annotation. Some of the important attributes supported by Test annotation is as follows:
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**1. alwaysRun:** This attribute takes a value as true or false. If we set true, this method will always execute even if its depending method fails. It has the following general form:

Syntax:

@Test(alwaysRun = true)

Let’s take an example program based on the alwaysRun attribute.

**Program source code 2:**

package testAnnotation;

import org.testng.annotations.Test;

public class AlwaysRunEx

{

@Test

public void m1()

{

System.out.println("m1 method");

}

@Test(alwaysRun = true)

public void m2()

{

System.out.println("m2 method");

}

Output:

m1 method

m2 method

**2. dataProvider:** This attribute is used to provide data to the test method directly in data-driven testing.

Syntax:

@Test(dataProvider = "getData")

**3. dataProviderClass:** This attribute is used to call the DataProvider method from another class.

Syntax:

@Test(dataProvider = "getData", dataProviderClass = Hello.class)

where, Hello is the name of class where DataProvider method has been declared.

**4. dependsOnGroups:** This attribute is used to make test methods depend on a particular group. We can also specify a list of groups this method depends on.

All of the methods of these groups are executed first before this method. If any test method belonging to a particular group is failed, the dependent test method will not be run and will be flagged as a SKIP. It has the following general form.

Syntax:

@Test(dependsOnGroups = {"GroupA", "GroupB", . . .})

Let’s understand dependsOnGroups attribute with the help of an example program. In this example program, a test method depends on a particular group. Look at the following source code.

**Program source code 3:**

package testAnnotation;

import org.testng.annotations.Test;

public class dependsOnGroupsEx

{

@Test(groups = "GroupA")

public void m1()

{

System.out.println("m1-GroupA");

}

@Test(groups = "GroupA")

public void m2()

{

System.out.println("m2-GroupA");

}

@Test(groups = "GroupB")

public void m3()

{

System.out.println("m3-GroupB");

}

@Test(dependsOnGroups = "GroupA") // This test method depends on GroupA.

public void m4()

{

System.out.println("m4 is dependent on GroupA");

}

}

Output:

m1-GroupA

m2-GroupA

m3-GroupB

m4 is dependent on GroupA

As you can observe output that after the execution of all methods of particular groups, m4 has been executed.

Let’s take one more example program based on this attribute.

**Program source code 4:**

package testAnnotation;

import org.junit.Assert;

import org.testng.annotations.Test;

public class dependsOnGroupsEx

{

@Test(groups = "GroupA")

public void m1()

{

Assert.fail();

System.out.println("m1-GroupA");

}

@Test(groups = "GroupA")

public void m2()

{

System.out.println("m2-GroupA");

}

@Test(groups = "GroupB")

public void m3()

{

System.out.println("m3-GroupB");

}

@Test(dependsOnGroups = "GroupA") // This test method depends on GroupA.

public void m4()

{

System.out.println("m4 is dependent on GroupA");

}

}

Output:

m2-GroupA

m3-GroupB

FAILED: m1

SKIPPED: m4

As you can observe in the above output that only two methods are successfully executed. One method m1() of GroupA is failed, the dependent method m4() on GroupA is also skipped.

**5. dependsOnMethods:** The attribute dependsOnMethods is used to make the test method depend on a particular method. We can also specify a list of methods this method depends on.

The test method annotated with @Test and attribute dependsOnMethods will run after executing all those methods on which this test method is dependent.

If any of these methods are not executed successfully, this test method will not be run and will be flagged as a SKIP.

Syntax:

@Test(dependsOnMethods = {"Method1", "Method2". . .})

Let’s take an example program where we will use dependsOnMethods attribute with test method. Let’s see the following source code.

**Program source code 5:**

package testAnnotation;

import org.junit.Assert;

import org.testng.annotations.Test;

public class dependsOnMethodsEx

{

@Test

public void m1()

{

System.out.println("Test method one");

}

@Test(dependsOnMethods = "m1")

public void m2()

{

System.out.println("Test method two");

}

@Test

public void m3()

{

Assert.fail();

System.out.println("Test method three");

}

@Test(dependsOnMethods = {"m3", "m1"})

public void m4()

{

System.out.println("Test method four");

}

}

Output:

Test method one

Test method two

FAILED: m3

SKIPPED: m4

**6. description:** It is the description of this method. The syntax of description attribute is given below.

Syntax:

@Test(description = "test method")

**7. enabled:** This enabled attribute is used to disable the execution of a particular test or set of tests in TestNG. It can be achieved by setting enabled attribute of the Test annotation to false.

If you set this attribute for the Test annotation at class level, all the public methods declared inside class will be disabled. The general syntax is as follows:

Syntax:

@Test(enabled = ture)

@Test(enabled = false)

Let’s understand it with the help of a scenario.

Suppose a scenario where a serious bug exists in a certain test belonging to a certain scenario that cannot be executed. As the issue has already been identified. Therefore, we may need to disable that certain test from being executed.

Let’s understand with the help of a simple program to see how this feature works. In this example program, we will disable the test method from getting executed.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

**Program source code 6:**

package testAnnotation;

import org.testng.annotations.Test;

public class DisableTestClass

{

@Test(enabled = true)

public void m1()

{

System.out.println("Hello");

}

@Test(enabled = false)

public void m2()

{

System.out.println("Hi");

}

@Test

public void m3()

{

System.out.println("Hello-Hi");

}

}

Output:

Hello

Hello-Hi

Default test

Tests run: 2, Failures: 0, Skips: 0

In the preceding program, a class DisableTestClass contains three methods m1, m2, and m3. Out of three, two contain attributes enabled with values true and false respectively.

As you can see in the output, only two methods have been executed by TestNG. The method m2() with attribute enabled value as false has been ignored by test execution.

The test method m3() has been also executed by TestNG even when the attribute value is not specified. This is because by default the attribute value of enabled is true.

**8. expectedExceptions:** The attribute expectedExceptions is used for exception testing. It specifies the type of exceptions that are expected to be thrown by a test method during execution.

If the exception thrown by a test method does not match with the exception list entered by user, the test method will be marked as failed.

TestNG also supports multiple expected exceptions for verification while executing a particular test. The general syntax is as follows:

Syntax:

@Test(expectedExceptions = IOException.class)

Let’s understand it by making a simple test and learn how the exception test works in TestNG.

**Program source code 7:**

package testAnnotation;

import java.io.IOException;

import org.testng.annotations.Test;

public class ExceptionTestEx

{

@Test(expectedExceptions = IOException.class)

public void exceptionTestOne() throws Exception

{

throw new IOException();

}

@Test(expectedExceptions = {IOException.class, ArithmeticException.class})

public void exceptionTestTwo() throws Exception

{

throw new Exception();

}

}

Output:

PASSED: exceptionTestOne

FAILED: exceptionTestTwo

In the above program, a class contains two test methods exceptionTestOne and exceptionTestTwo which throws IOException and Exception respectively.

As you can see from the test output, the test method exceptionTestTwo() has been marked as failed by TestNG during execution. This is because exception thrown by test method does not match with exception provided in the expectedExceptions list.

**9. groups:** It specifies the list of groups this method or class belongs to. For more detail, go to this tutorial: [TestNG Groups](https://www.scientecheasy.com/2020/07/testng-groups.html/)

**10. invocationCount:** This attribute is used to execute a method the number of times. It acts as a loop.

For example:

@Test(invocationCount = 5) // This method will execute 5 times.

**11. timeOut:** The attribute timeOut is used for a time out test. It specifies a time period (in milliseconds) to wait for a test for complete execution.

For example, during running tests, there can be cases where certain tests may take much more time than expected. In such a case we need to mark the test case as fail and then continue. It can be achieved in two ways:

**a) At suit level:** It will be applicable for all tests in the TestNG suite.

**b) At each test method level:** It will be applicable for each test method. It will override the time period if you have configured it at the suite level.

Let’s create a test program and understand how this feature works.

**Program source code 8:** Time test at the suite level.

package testAnnotation;

import org.testng.annotations.Test;

public class TimeOutAtSuiteLevel

{

@Test

public void m1() throws InterruptedException

{

Thread.sleep(1000);

System.out.println("Hello");

}

@Test

public void m2() throws InterruptedException

{

Thread.sleep(400);

System.out.println("Java");

}

}

In the preceding program, a test class contains two test methods m1() and m2() which print messages on the console after successful execution.

Both test methods also contain Thread.sleep() method which pauses test execution for a specified amount of time in milliseconds.

Now create a testng.xml file and put the following code to it.

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="TimeOut at Suite level" time-out='500' verbose='1'>

<test name="Test">

<classes>

<class name="testAnnotation.TimeOutAtSuiteLevel"/>

</classes>

</test> <!-- Test -->

</suite> <!-- Suite -->

In the preceding testng.xml file, a suite tag contains an attribute named time-out which has been set with a value 500. This attribute will set a time-out period for test methods in the whole suite.

That means if any test method in this suite takes more time than the specified time period (in this case 500 milliseconds) for complete execution, it will be marked as failed.

Now run testng.xml file in Eclipse and see the following test results as shown in the screenshot.

![Timeout test attribute](data:image/png;base64,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)

As you can see in the test result that TestNG executed tests and failed the first test because the first test took more time than time mentioned in the time-out section to complete execution. This kind of feature is generally useful for doing time testing.

**Program source code 9:** Example program for setting time-out at test method level.

package testAnnotation;

import org.testng.annotations.Test;

public class TimeOutAtTestMethodLevel

{

@Test(timeOut = 500)

public void m1() throws InterruptedException

{

Thread.sleep(1000);

System.out.println("Test method one");

}

@Test(timeOut = 500)

public void m2() throws InterruptedException

{

Thread.sleep(400);

System.out.println("Test method two");

}

}

Output:

Test method two

PASSED: m2

FAILED: m1

Look at the following test results in TestNG Results window in Eclipse.
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As you can see from the above test result, TestNG executed two tests and failed the first test because the first test has taken more time to complete execution than time specified in the timeOut attribute of Test annotation.

This feature is useful for specifying the predefined execution time limit for a specific method.

**12. priority:** This attribute sets the priority at the test method level. It tells TestNG which priority order has to follow to run the test method.

Lower priorities will be scheduled first. It has the following general form.

Syntax:

@Test(priority =1 )

@Test(priority = 2)

## **Inclusion & Exclusion Groups in TestNG**

A group that is included in test execution is called **inclusion group**.

A group that is excluded from test execution is called **exclusion group**.

TestNG also provides features of inclusion and exclusion of groups, you can include and exclude certain groups from test execution. It helps to execute only a particular set of tests and to exclude certain tests.

For example, suppose a feature is temporarily broken during execution due to a recent change and you do not have time to fix the breakage yet but you want to have running your functional test.

In this situation, you will need to exclude these tests from execution since these tests will fail during execution.

A simple way to solve this problem is to create a group called “exclude group” and make these test methods belong to it.

Let us consider that a test method called testMethod() is now broken and we want to disable it. Then you can do like this:

@Test(groups = { "include-group", "exclude group" })

If a test method belongs to both included and excluded group, the excluded group takes priority first and the test method excludes it from the test execution.

Once the feature is fixed, you can then reactivate the feature by just running the respective group of tests.

Now we can also set up test groups in our test suite with including or excluding. The syntax to include or exclude groups is given below:

Syntax for exclude tag:

<exclude name = "include-group-name"/>

Syntax for include tag:

<include name = "exclude-group-name"/>

Let’s understand it with the help of an example program and learn how to exclude a group of tests.

**Program code 4:**

package testngtests;

import org.testng.annotations.Test;

public class ExcludeGroupTest

{

@Test(groups = {"Cricket Player"})

public void player1()

{

System.out.println("Sachin Tendulkar");

}

@Test(groups = {"Cricket Player"})

public void player2()

{

System.out.println("Virat Kohli");

}

@Test(groups = {"Cricket Player"})

public void player3()

{

System.out.println("Anil Kumble");

}

@Test(groups = {"Cricket Player", "exclude-group"})

public void player4()

{

System.out.println("Rohit Sharma");

}

}

The preceding class has four test methods. All four methods belong to the group “Cricket Player” whereas the player4() method also belongs to the group exclude-group.

Let’s set up test groups with include and exclude tags in the test suite.

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Suite">

<test name="Exclude Groups Test">

<groups>

<run>

<include name="Cricket Player"/>

<exclude name="exclude-group"/>

</run>

</groups>

<classes>

<class name="testngtests.ExcludeGroupTest"/>

</classes>

</test> <!-- Exclude Groups Test -->

</suite> <!-- Suite -->

When you will run the above testng.xml file, TestNG will execute three methods from the group “Cricket Player” and exclude the fourth method that belongs to the group exclude-group.

The following test result is generated after the execution of the above test.

Output:

Sachin Tendulkar

Virat Kohli

Anil Kumble

===============================================

Suite Total tests run: 3, Failures: 0, Skips: 0

===============================================

We can also disable tests on an individual basis by using the “enabled” property available on both @Test and @Before/After annotations.

The syntax can be like this:

@Test(groups = {"Cricket Player"}, enabled = false)